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Shivani Sanjay Mahaddalkar

## Load R Packages

#Calling the appropriate packages  
# basic Rweka packages  
library(RWeka) # Weka

library(party) # A computational toolbox for recursive partitioning

library(partykit) # A toolkit with infrastructure for representing, summarizing, and visualizing tree-structured regression and classification models.

# Helper packages  
library(dplyr) # for data wrangling

library(ggplot2) # for awesome plotting  
  
# Modeling packages  
library(rpart) # direct engine for decision tree application  
library(caret) # meta engine for decision tree application

library(AmesHousing) # dataset

# Model interpretability packages  
library(rpart.plot) # for plotting decision trees  
library(vip) # for feature importance

library(pdp) # for feature effects

**Data Preparation**

Load the csv file containing the data

#Loading the data frame  
df <- read.csv("HW4-data-fedPapers85.csv")  
#Removing the filename column  
df <- df[,-2]

Separating data into training, testing and to-predict data. We are partitioning here such that, train and test data are in one dataset called trainTestData and the to-predict data is in another called predictionData

trainTestData <- df[df$author!='dispt',]  
trainTestData$author <- as.factor(trainTestData$author)  
predictionData <- df[df$author=='dispt',]  
predictionData

Splitting the trainTestData into training and testing(validation) data sets. The partition is created such that 75% of the data is used for training and the remaining 25% is used for testing(validating).

set.seed(123)  
trainData <- createDataPartition(trainTestData$author, p=.75, list = FALSE)  
trainingData <- trainTestData[trainData,]  
testingData <- trainTestData[-trainData,]

**Building up decision tree**

**Model 1: No feature engineering**

dt\_model <- train(author ~ ., data = trainingData, metric = "Accuracy", method = "rpart")  
names(dt\_model)

## [1] "method" "modelInfo" "modelType" "results" "pred"   
## [6] "bestTune" "call" "dots" "metric" "control"   
## [11] "finalModel" "preProcess" "trainingData" "resample" "resampledCM"   
## [16] "perfNames" "maximize" "yLimits" "times" "levels"   
## [21] "terms" "coefnames" "xlevels"

print(dt\_model$finalModel)

## n= 58   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 58 19 Hamilton (0.67241379 0.05172414 0.06896552 0.20689655)   
## 2) upon>=0.015 38 0 Hamilton (1.00000000 0.00000000 0.00000000 0.00000000) \*  
## 3) upon< 0.015 20 8 Madison (0.05000000 0.15000000 0.20000000 0.60000000) \*

confusionMatrix(dt\_model,trainingData$authorship)

## Bootstrapped (25 reps) Confusion Matrix   
##   
## (entries are un-normalized aggregated counts)  
##   
## Reference  
## Prediction Hamilton HM Jay Madison  
## Hamilton 346 2 2 3  
## HM 0 0 3 6  
## Jay 1 1 1 12  
## Madison 10 24 29 94  
##   
## Accuracy (average) : 0.8258

Using our model to predict for the test data

testingData$pred <- predict (dt\_model, newdata = testingData, type = c("raw"))  
confusionMatrix(testingData$author,testingData$pred)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Hamilton HM Jay Madison  
## Hamilton 12 0 0 0  
## HM 0 0 0 0  
## Jay 0 0 0 1  
## Madison 1 0 0 2  
##   
## Overall Statistics  
##   
## Accuracy : 0.875   
## 95% CI : (0.6165, 0.9845)  
## No Information Rate : 0.8125   
## P-Value [Acc > NIR] : 0.3998   
##   
## Kappa : 0.6484   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: Hamilton Class: HM Class: Jay Class: Madison  
## Sensitivity 0.9231 NA NA 0.6667  
## Specificity 1.0000 1 0.9375 0.9231  
## Pos Pred Value 1.0000 NA NA 0.6667  
## Neg Pred Value 0.7500 NA NA 0.9231  
## Prevalence 0.8125 0 0.0000 0.1875  
## Detection Rate 0.7500 0 0.0000 0.1250  
## Detection Prevalence 0.7500 0 0.0625 0.1875  
## Balanced Accuracy 0.9615 NA NA 0.7949

The model presents an accuracy of 0.875 with the testing data. We will prune and imporve the performance to finally try to predict on our unknown essays list.

## Model 2: Some feature engineering

In this model the number of papers in a split are set to a minimum of 10 papers in a bucket and a maximum depth of 4.

dt\_model2 <- rpart(author~., data = trainingData, method = "class", control = rpart.control(cp=0,minsplit=10, maxdepth=4))  
rpart.plot(dt\_model2)

![](data:image/png;base64,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)

testingData$pred <- predict(dt\_model2, newdata = testingData, type = c("class"))  
confusionMatrix(testingData$author,testingData$pred)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Hamilton HM Jay Madison  
## Hamilton 12 0 0 0  
## HM 0 0 0 0  
## Jay 0 0 1 0  
## Madison 1 0 0 2  
##   
## Overall Statistics  
##   
## Accuracy : 0.9375   
## 95% CI : (0.6977, 0.9984)  
## No Information Rate : 0.8125   
## P-Value [Acc > NIR] : 0.1693   
##   
## Kappa : 0.828   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: Hamilton Class: HM Class: Jay Class: Madison  
## Sensitivity 0.9231 NA 1.0000 1.0000  
## Specificity 1.0000 1 1.0000 0.9286  
## Pos Pred Value 1.0000 NA 1.0000 0.6667  
## Neg Pred Value 0.7500 NA 1.0000 1.0000  
## Prevalence 0.8125 0 0.0625 0.1250  
## Detection Rate 0.7500 0 0.0625 0.1250  
## Detection Prevalence 0.7500 0 0.0625 0.1875  
## Balanced Accuracy 0.9615 NA 1.0000 0.9643

By setting a minimum number of papers in a split to 10 and a maximum depth of 10 the accuracy went up to 93.75%.

**Model 3: Looping through the min number of instances**

## set up potential values for confidence factor and minimum number of instances  
C.values <- c(0.01,0.05,0.10,0.15,0.20,0.25,0.30,0.35,0.40,0.45,0.5)  
M.values <- c(2,3,4,5,6,7,8,9,10)  
  
## variable to record the best model  
best\_performance = 0.0  
best\_c <- 0.0  
best\_m <- 0.0  
  
for (i in 1:length(C.values)) {  
   
 for (j in 1:length(M.values)) {  
   
 c\_value = C.values[i]  
   
 m\_value = M.values[j]  
   
 m <- J48(author~., data = trainingData,   
 control = Weka\_control(U=FALSE, C = c\_value, M=m\_value))  
   
 e <- evaluate\_Weka\_classifier(m,  
 numFolds = 3, complexity = TRUE,  
 seed = 9, class = TRUE)  
  
 if (e$details['pctCorrect'] > best\_performance) {  
 best\_performance <- e$details['pctCorrect']  
   
 best\_c <- c\_value  
 best\_m <- m\_value  
 }  
   
 }  
   
}  
  
print(paste("best accuracy: ", best\_performance))

## [1] "best accuracy: 84.4827586206897"

print(paste("best m: ", best\_m))

## [1] "best m: 3"

print(paste("best c: ", best\_c))

## [1] "best c: 0.01"

m=J48(author~., data = trainingData, control=Weka\_control(U=FALSE, M=best\_m, C=best\_c))  
  
testingData$pred<- predict (m, newdata = testingData, type = c("class"))  
confusionMatrix(testingData$author,testingData$pred)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Hamilton HM Jay Madison  
## Hamilton 12 0 0 0  
## HM 0 0 0 0  
## Jay 0 0 0 1  
## Madison 1 0 0 2  
##   
## Overall Statistics  
##   
## Accuracy : 0.875   
## 95% CI : (0.6165, 0.9845)  
## No Information Rate : 0.8125   
## P-Value [Acc > NIR] : 0.3998   
##   
## Kappa : 0.6484   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: Hamilton Class: HM Class: Jay Class: Madison  
## Sensitivity 0.9231 NA NA 0.6667  
## Specificity 1.0000 1 0.9375 0.9231  
## Pos Pred Value 1.0000 NA NA 0.6667  
## Neg Pred Value 0.7500 NA NA 0.9231  
## Prevalence 0.8125 0 0.0000 0.1875  
## Detection Rate 0.7500 0 0.0000 0.1250  
## Detection Prevalence 0.7500 0 0.0625 0.1875  
## Balanced Accuracy 0.9615 NA NA 0.7949

Here with the test data our accuracy is less than the previous model which is 87.5%. Therefore we go with the dt\_model2 to make our final predicitions.

**Prediction**

We can use the trained model ‘dt\_model2’ to now use to predict for the unknown essay authorship.

predictionData$author <- predict(dt\_model2, newdata = predictionData, type = c("class"))  
table(predictionData$author)

##   
## Hamilton HM Jay Madison   
## 0 0 0 11

Our model assigns all of the 11 articles to Madison. In the cluster assignment, my analysis was that the articles were definitely not written by Hamilton, however the cluster analysis showed that the HM papers were classified in the same clusters as that of Madison’s. However, in this analysis, it can be clearly seen that the papers are classified as Madison. Hence, this can be taken as further evidence that the paperswere infact written by Madison.